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Abstract—GroupKeyExchange (GKE) is an important tool to develop securemulti-user applications such as group textmessages, ad-hoc

networks, and so on. Most of the currently deployedGKE schemes are synchronous, i.e., they require all the participants to be online during

their execution. However, withmore battery-powered devices being used in such applications, the synchronicity requirement is challenging

to fulfill. To fill the gaps, asynchronousGKE schemes have been introduced in the literature. Nevertheless, the currently available

asynchronous and synchronousGKE schemes rely on Trusted Third Parties (TTPs) for key establishment andmanagement. To this end,

reliance on TTPs is a serious shortcoming since TTPs are well known to be the single point of failure. Furthermore, the existingGKE

schemes require participants to perform all computations, which can degrade the performance of resource-constrained devices such as

Internet of Things (IoT) devices. To solve these problems, in this paper, we proposeanasynchronousGKEscheme that uses blockchain and

smart contracts to store the security keys-relatedmaterial and reduce the computational load of the participants. Furthermore, our proposed

scheme provides Perfect Forward Secrecy (PFS) and Post-Compromised Security (PCS). Our implementation onEthereumshows that the

proposed scheme can scale tomore than 100 participantswhen combinedwith a distributed storage system.

Index Terms—Asynchronous GKE, blockchain, group key exchange (GKE), Internet of Things, perfect forward secrecy (PFS),

post-compromised security, security, smart contract

Ç

1 INTRODUCTION

GROUP Key Exchanges (GKEs) are protocols that allow two
ormore participants to agree on a common secret key (ses-

sion key) over an insecure communication channel in the net-
work in such a way that one participant cannot derive the
session key without the contribution of others. If a GKE proto-
col ensures that only involved participants can derive the ses-
sion key, it is said to be authenticated. GKE is one of the core
components in the security ofmulti-user systems such as group
text message, ad-hoc network applications, Internet of Things

(IoT), and so on. To date, many synchronous GKE schemes
have been introduced in the literature [2], [3]. One of the limita-
tions of the synchronous schemes is that they require all the
participants to be always online during the execution of the
GKE protocol. However, this requirement is difficult to fulfill
in the presence of abundance of battery-powered devices that
can enter into hibernation mode to prolong their lifetime [4].
Therefore, such resource-constrained devices may not always
be online. In addition, these schemes require participants to
remember multiple keys and to carry-out all the compute-
intensive operations, which can be burdensome for computa-
tionally-limited devices such as IoT devices. To address this
issue, asynchronous GKE schemes (e.g., [5], [6], [7]) have been
proposed in the literature that allow someparticipants to be off-
line during the execution of the protocol. These offline partici-
pants can come online later at some point and derive the
session key. However, such schemes still require participants
to carry out all the computations. It is alsoworth noting that the
existing synchronous and asynchronous GKE schemes rely on
Trusted Third Parties (TTPs) such as Certificate Authorities
(CAs) to allow the participants to authenticate each other and
relay messages. Such reliance on TTPs is another significant
drawback of the existingGKE schemes. For instance, if a TTP is
not available during the execution of a GKE scheme, it can ren-
der availability problem for the underlying application and
become a single point of failure. Furthermore, TTPs are vulner-
able to attacks such as rogue certificate [8] and key compromise
impersonation [9] that allow attackers to impersonate them.

In addition, a GKE scheme needs to support the follow-
ing two important security requirements when it is used in
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a vulnerable environment where devices are more easily
compromised than desktop computers, e.g., IoT environ-
ment [10]. The first requirement is the Perfect Forward
Secrecy (PFS), i.e., the compromise of the long-term identity
and key of a participant does not reveal the previously
established session keys [11], and the second requirement is
the Post-Compromise Security (PCS), i.e., participants can
re-establish the security of a session even after one group
member was compromised [12]. A failure to satisfy these
additional requirements will result in creating critical vul-
nerabilities such as cloning attack [13]. Therefore, it is
imperative to develop an efficient and robust GKE mecha-
nism to fulfill these requirements.

Our Contributions.Our work aims to answer the following
question: is it possible to construct a secure asynchronous GKE
scheme that does not rely on a TTP, and that can reduce the compu-
tational load of the participants? To answer this question, in
this paper, we present an asynchronous GKE scheme that
leverages blockchain and smart contracts to store the security
key-related materials and reduce participants’ computa-
tional workload. In contrast to the traditional TTPs, block-
chain provides a distributed architecture that easily allows
to ensure the integrity of data stored on it and is resilient
against attacks such as Denial of Service (DoS) [14], [15]. Fur-
thermore, with the support of smart contracts, one can imple-
ment the logic of a TTP on a blockchain without the risk of
attackers spoofing the smart contracts [16]. Our contribu-
tions can be summarized as follows:

� We propose an asynchronous GKE protocol that uses
blockchain to store the security key-related material
and uses smart contracts to reduce the number of
operations that the participants must perform. The
proposed protocol ensures PFS and PCS and allows
the addition and removal of group members.

� We analyse the security of the proposed protocol and
show that an attacker cannot obtain the session key
from the key materials stored in the blockchain and
that our protocol is secure under the standard attacker
model.

� We present two implementations of our protocol
based on Ethereum [17]. In the first implementation,
all key-related materials are stored in the blockchain
while for the second implementation, only the key-
related materials necessary for the smart contracts
are store on the blockchain with the rest kept in a dis-
tributed storage.

Organization of the Paper. In Section 2, we provide a tech-
nical overview of our solution. We define the important
notations and introduce the readers to some necessary back-
ground in Section 3. The baseline system and adversarial
models for based our proposed scheme are discussed in Sec-
tion 4, and in Section 5, we give a detailed description of our
proposed scheme. In Section 6, we perform a security analy-
sis, and in Section 7, we describe the implementation of our
proposed scheme. In Section 8, we present the related works
followed by conclusions in Section 9.

2 OVERVIEW AND BACKGROUND

In this section, we provide a technical overview of our pro-
posed smart contracts-based asynchronousGKEmechanism.

Fig. 1 depicts a naı̈ve approach in which an initiator
sends a request to form a group with n responders and a
random coin to a smart contract. The smart contract uses
the random coin to compute the group key and then the ini-
tiator and the responders come online and request the
group key from the smart contract. However, such a con-
struction is fundamentally insecure. Since the instructions
of a smart contract can be accessed by anyone, an attacker
who obtains the random coin sent by the initiator will be
able to reproduce the computations performed by the smart
contract and obtain the group key. Also, one could simply
read the state of the smart contract and get the computed
group key. Furthermore, having the initiator being the only
one providing the random coin does not satisfy the defini-
tion of GKE since all group members must contribute.

Using 2-Party Key Exchange. We need all the group mem-
bers to contribute key materials to the GKE, but as we can
see from Fig. 1, we consider the initiator to be the only one
online during the first execution phase of the protocol, and
since the responders are offline, they cannot contribute. To
solve this issue, we borrow the idea from Cohn-Gordon
et al. [7] where a 2-party key exchange (2KE) is used to allow
the initiator to pre-compute the contributions of responders.
In brief, following Fig. 2, before the execution of the proto-
col, group members come online and upload ephemeral
keys to the smart contract. After that, the initiator comes
online and requests the ephemeral keys uploaded by the
responders. Once the initiator has those ephemeral keys, it
executes an asynchronous 2KE between itself and each
responder and then it considers the results as contributions
from the responders. Next, after sampling its contribution,
the initiator sends a request to compute the group key to the
smart contract with its own and responders’ contribution as
input. The use of a 2KE prevents an attacker that accesses
keys stored in the smart contract from computing the group
key before the initiator makes its request. Furthermore, it
allows the responders to check that their contribution was
included by executing the 2KE with the same inputs as the
initiator and use the results in the re-execution of the
protocol.

Using Homomorphic Encryption. Simply using a 2KE does
not prevent an attacker from seeing the group key that will be
computed after the initiator makes its request. To solve this
issue, we use a Homomorphic Encryption (HE) scheme. (An
encryption scheme G ¼ ðG:Enc;G:DecÞ is homomorphic if it
accepts an operator � such that for two messages m1;m2 2
M, G:Encðm1Þ � G:Encðm2Þ ¼ G:Encðm1 �m2Þ, where M is
the message space of G). Using an HE scheme, the initiator

Fig. 1. Naı̈ve Group Key Exchange (GKE) protocol.
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encrypts the group members’ contribution before sending
them to the smart contract. Then, the smart contract com-
putes the group key using the encrypted contributions.
However, because the computed group key is encrypted, the
responders will need the decryption key. To solve this issue,
the initiator derives a symmetric encryption key for each
responder using the responders’ contribution. Then, it uses
those symmetric keys to encrypt the key that will allow the
responders to obtain the group key. Hence, in addition to
sending the encrypted contribution, the initiator also sends
the encrypted key in the request sent to the smart contract.

Achieving PFS and PCS. Even though the previous ap-
proach, i.e., integrating 2KE and HE into smart contracts,
seems to be effective, it cannot guarantee PFS and PCS. To
satisfy PFS, we use ephemeral keys and secret nonces. The
computation of the session key requires the use of ephemeral
keys and secret nonces in addition to a long-term key. Once
the computation is done, all ephemeral keys used in the com-
putation are erased from participants’ devices. Therefore, a
comprise of long-term keys will not be enough for an adver-
sary to get previously established session keys. To satisfy
PCS, we devise a key update procedure that allows the par-
ticipants to update their local state and the session key. If an
adversary compromises the local state of a participant but
allows that participant to successfully execute the key update
procedure (by not interfering with the transmitted mes-
sages), then the participant’s local state and the session key
will be updated to new values, unknown to the adversary.
Hence, the security of the group can be reestablished.

3 PRELIMINARIES

In this section, we discuss the preliminaries that will be
helpful in understanding our proposed mechanism.

3.1 Notations

For an elliptic curve E defined over a finite field Fp follow-
ing the equation E : y2 ¼ x3 þ axþ b, where a; b 2 Fp and p
is a large prime, we denote by EðFpÞ an additive abelian

group defined over E. We use Pr½X� to denote the probabil-
ity that an event X takes place and Pr½X : Y � to denote the
probability that event Y happens given that event X occurs.
We use x $ X to denote that x is sampled uniformly at ran-
dom from a set X . Any function f : N! R is defined as neg-
ligible if for all constant c 2 R, there exists an n0 2 N such
that for all n � n0, fðnÞ � n�c. We use neglð:Þ to denote an
undefined negligible function. For a user ui, we use ski to
denote its long-term private key and pki its long-term public
key. We use bolded notations (A) to denote sets of specific
elements.We make use of a Key Derivation Function (KDF)
that will be interpreted as a random oracle (RO) [7].

3.2 Digital Signature

Definition 1. A digital signature scheme is a triplet of probabi-
listic polynomial time algorithms F ¼ ðGen;Sign;VerifyÞ with
the following properties:

� F:Genð1�Þ ! ðsk; pkÞ. On the input of a security
parameter 1�, the key generation algorithm F:Gen out-
puts a private-public key pair ðsk; pkÞ.

� F:Signðsk;mÞ ! s. On the input of a private key sk
and a message m, the signature algorithm F:Sign out-
puts a signature s.

� F:Verifyðpk;m; sÞ ! b. On the input of a public key
pk, a message m, and a signature s, the verification
algorithm F:Verify outputs a bit b 2 f0; 1g. If b ¼ 1,
then s was generated by applying F:Sign on m with
the secret key related to pk.

A digital signature scheme F is ðtCMA; �CMAÞ�Chosen Mes-
sage Attack (CMA) secure if the probability that an adver-
sary A running in time tCMA and having access to pk and
F:Sign outputs a message-signature pair ðm; sÞ such that
F:Verifyðpk;m; sÞ ¼ 1 is less than or equal to �CMA, i.e.,

Pr½ðm; sÞ  AF:Signð1�; pkÞ : F:Verifyðpk;m; sÞ ¼ 1� � �CMA:

3.3 Blockchain and Smart Contract

Blockchain. A blockchain, in essence, is a distributed data
structure similar to a linked-list, made of blocks (or nodes)
and in which a block has a field that contains the hash value
of the block that precedes it, that field serves as a link. A
blockchain is maintained by a set of independent users who
decide (by using a consensus algorithm) what block to add
to the blockchain. In general, beside the field serving as link,
a block contains a set of transactions, and each transaction is
signed (using a digital signature scheme) by its issuer. Block-
chain has some salient features such as persistence (once a
block is added to the blockchain, it cannot be removed), and
public verifiability (anyone can verify the integrity of the
blockchain) that makes it attractive to develop applications
that do not rely on trusted third parties [18], [19].

Smart Contract.A Smart Contract (SC) is a programwhose
instructions are stored in a blockchain and are publicly acces-
sible. To execute a functionality of a SC, one has to send a
transaction that references the required functionality to the
blockchain [17], [20]. Once in the blockchain, that transaction
will be executed by the users who maintain the blockchain,
and if the execution is valid, the transaction that triggered it,
will be included in the blockchain. Furthermore, the overall

Fig. 2. Abstract protocol.
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state of the blockchain will be updated. In addition, an SC

can have an internal state or memory that also resides on the
blockchain and is part of the blockchain’s state. Relying on
the blockchain means that anyone can explore old blocks to
access previous internal states of an SC.

For the rest of the paper, we assume all transactions sent
to a blockchain to be signed by their issuers using a CMA
secure digital signature scheme, i.e., each transaction is of
the form tx ¼ fpayload; sg.

3.4 Hardness Assumption

Given EðFpÞ an elliptic curve group with base point G 2
EðFpÞ and prime order n, we consider a Probabilisitic Poly-
nomial-Time (PPT) adversaryA.
Hardness 1 (Discrete Logarithm). Let ðx; yÞ  Genð1�;GÞ

be a function that takes as inputs a security parameter 1�, the
base point G and outputs x 2 Z�n and y ¼ x:G 2 EðFpÞ. Given
1�; y and G as inputs, the probability that A outputs x0 such
that x0 ¼ x should be negligible. More specifically

Pr½x0  Að1�; y; GÞ : x0 ¼ x� � neglð�Þ:

Hardness 2 (Decisional Diffie-Hellman). Given a; b 2 Z�n,
let m0  ða:G; b:G; ab:GÞ and m1  ða:G; b:G; c:GÞ, with
c $ Z�n. The probability that A distinguishes m0 from m1

should be negligible, i.e.,

Pr½1 Aðm0Þ� � Pr½1 Aðm1Þ�j j � neglð�Þ;

where � is the security parameter that was used to generate
EðFpÞ.

3.5 ElGamal Encryption Over Elliptic Curve

Definition 2. Following the construction of El Gamal [21], ElGa-
mal Encryption scheme over Elliptic Curve is a triplet of probabi-
listic polynomial time algorithms ElGamal ¼ ðSetup;Enc;DecÞ
with the following properties:

� ElGamal:Setupð1�Þ ! ðn;G;EðFpÞ; pk; skÞ. On the
input of a security parameter 1�, the setup algorithm
ElGamal:Setup generates a group EðFpÞ with base
point G and prime order n. Next, it generates a public-
private key pair ðpk; skÞ such that sk ¼ a 2 Z�n and
pk ¼ a:G 2 EðFpÞ. It outputs the tuple ðn;G;EðFpÞ;
pk; skÞ.

� ElGamal:Encðpk;mÞ ! ct. The encryption algorithm
ElGamal:Enc takes as input a public key pk and amessage
m 2 EðFpÞ. It samples at random a secret value r 2 Z�n
and computes c1 ¼ r:G. Finally, it computes c2 ¼
mþ ðr:pkÞ and outputs a ciphertext ct ¼ ðc1; c2Þ:

� ElGamal:Decðsk; ctÞ ! m. On the input of a secret key
sk and a ciphertext ct, first the decryption algorithm
ElGamal:Dec computes k ¼ sk:c1. Then, it computes
m ¼ c2 � k.

ElGamal has a homomorphic property over addition.
Given two ciphertexts ct and ct0 encrypted using the same
public key pk

ctþ ct0 ¼ ðc1 þ c01; c2 þ c02Þ
¼ ððrþ r0Þ:G;M þM 0 þ ðrþ r0Þ:pkÞ:

For the rest of the paper, instead of generating r during
the execution of ElGamal:Enc, we generate r before its execu-
tion, and use the notation ElGamal:Encðr;pkÞðmÞ to denote the
encryption of the message m using the secret value r and
the public key pk. Furthermore, during the execution of
ElGamal:Enc, we make the use of a collision-resistant hash
functionH 0 : f0; 1g� ! EðFpÞ to map binary strings to group
elements in EðFpÞ.

3.6 Asynchronous Biparty Key Exchange

Definition 3. An asynchronous biparty key exchange is a protocol
pABKE between an initiator (online) and a responder (offline) that
allows both to generate a common session key. It takes the secret
key of the initiator skI , the public key of the responder pkR, a
secret ephemeral key of the initiator xI , and a public ephemeral
key of the responder yR as input such that when reversing the
roles, the following statement is verified

pABKEðskI; pkR; xI; yRÞ ¼ pABKEðskR; pkI; xR; yIÞ ¼ a:

For our proposed scheme, we assume pABKE to be a strong
one-round authenticated key exchange protocol. Examples
of such protocol can be found in the literature [22], [23].

4 SYSTEM AND ADVERSARIAL MODELS

In this section, we present our system and adversarial mod-
els based on the multi-stage key exchange model of Fishclin
et al. [24] and the group key exchange model of Cohn-Gor-
don et al. [7].

4.1 System Model

System Participants. Let U denotes the set of all users that
participate in the system. We use the notation u 2 U to
denote a participant in the set of all participants and ui 2 U
to denote a participant at position i 2 N in a group. After
creating an account on the blockchain, a user u obtains a
long-term private-public key pair ðsk; pkÞ.

Smart contract. Participants interact with smart contracts
(SCs) that are stateful to manage groups. The states and set
of instructions of SCs can be accessed by anyone. For sim-
plicity, we assume that an SC can only be used to manage
one group.

Miners. The blockchain on which SCs are deployed is
maintained by a set of independent miners/computers. We
assume that miners are honest, i.e., they process transac-
tions in the order they received them. Sessions. Users can
run multiple instances of the proposed scheme at the same
time with different group members. We use the term session
to denote an instance between two or more users. During a
session’s lifetime, its state can be updated based on the mes-
sages issued by the group members. We refer to those
points of update as stages. We use Pt

u to denote the tth ses-
sion of user u and dPt

u to denotes the tth session at stage d of
user u, with t; d 2 N.

For each session Pt
u, its state contains the following

information:

� sk, the long-term key of u, instance’s owner.
� ðX;YÞ, a pair of sets. X is the set of non-used secret

ephemeral keys, and Y is the set of non-used public
ephemeral keys.
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� blkNum 2 N, the block number that references the last
block containing the SC’s state that u read.

� SCID, the identifier of the smart contract used to han-
dle the group.

� status 2 frunning; accept; rejectg, the execution sta-
tus of the instance. If status ¼ accept, then the session
key was successfully derived.

� role 2 finitiator; responderg, the role of u in the ses-
sion. If role ¼ initiator, then u is the user that initi-
ated the group’s creation and is assumed to be the
group administrator. Else, if role ¼ responder, then u
is a user that joined a group.

� idx 2 N, the index/position of u in the group.
� h 2 EðFpÞ, a hash of u’s contribution computed using

H 0.
� k 2 Z�n, a secret value used to obtain the pre-group

key computed by the smart contract.
� Mbrs, the list of group members.
� ssk 2 f?g [ f0; 1g�, the group (session) key to be

used.
� d 2 N, the stage of the session.

4.2 Adversarial Model

In this subsection, we define the security goals we aim to
achieve and the capabilities of an adversary.

Key Independence. The knowledge of a session key must
not endanger the security of another session key. Specifi-
cally, for any instance Pt

u, each session key ssk established
during any stage dPt

u must be indistinguishable from
random.

Perfect Forward Secrecy (PFS). Session keys that were
established prior to the corruption of a session’s state must
remain secure. More precisely, for all t 2 N, if for d0 2 N,
d0Pt

u is corrupted, then the session key in dPt
u, for 0 � d <

d0, must remain secure.
Post Compromise Security (PCS). If a session’s state of a

user u has been compromised, members in that session
should regain a security guarantee if they successfully exe-
cute the key update process. Specifically, if an attacker suc-
cessfully compromises the state of a session d0Pt

u but allows
d0þiPt

u to accept after a key update procedure, then the ses-
sion key in dPt

u is secure, where d � d0 þ i.
Adversary Queries. We consider a PPT adversary A that

completely controls the network with access to the follow-
ing queries:

� NewSessionðfu0; u1; . . . ; umg; admin;SCIDÞ: It executes
the Group Creation process between unused instances
of users in the set fu0; u1; . . . ; umg, where the admin-
istrator is chosen through the admin variable and the
Group Key SC (GSKC) to be used through the SCID

variable. Each input of NewSession is selected by the
adversary, and at the end of its execution, its output
trace is sent to the adversary.

� SendðPt
u; dÞ: It sends a message d to an instance Pt

u. If
d is well formed, u processes it according to the pro-
tocol. Otherwise, u rejects d. If d leads Pt

u to accept
after processing, u updates the state of Pt

u accord-
ingly. This query simulates the possibility for the
adversary to tamper messages sent over the network
or to mimic the blockchain.

� RevealðdPt
uÞ: If dPt

u:ssk 6¼?; it returns dPt
u:ssk to the

adversary. This query characterizes a leakage of the
session key of a stage d to the adversary.

� CorruptðdPt
uÞ : This query simulates a total corruption

of the session state. It returns all the values stored in
dPt

u’s state except the session key.
� TestðdPt

uÞ: If dPt
u:status ¼ accept, a bit b $ f0; 1g is

selected, and if b ¼ 1, dPt
u:ssk is returned, else if b ¼

0, a string of bits selected uniformly at random is
returned.

5 ASYNCHRONOUS GROUP KEY EXCHANGE

In this section, we provide a detailed description of our pro-
posed scheme. First, we give a description of the SC and
functionalities provided to users that are used by our
scheme, and second, we give a description of the main oper-
ations of our proposed GKE scheme.

5.1 Components of the Proposed Scheme

Group Key SC. This is the SC used to manage the group. A
complete description of the GKSC is provided in Fig. 3. First,
it has an internal state St that holds the following elements:

� grpOP 2 f?g [ fCRT;UPD;ADD;RMg is a variable that
keeps track of which operation was performed on
the group. CRT refers to the creation of a group, UPD
is the update of the group key, ADD is the addition of
a new member, and RM refers to the removal of a
member.

� eKeysMap : EðFpÞ ! ½EðFpÞ�‘ is a map that links a
public key pk with a set of ephemeral public keys Y,
where jYj ¼ ‘.

� admin 2 f?g [ EðFpÞ is a variable that holds the pub-
lic key of the group administrator.

� gKey is a set with cardinality jgKeyj ¼ 2. It holds the
group pre-key.

� encK is a set that holds encrypted secret value k for
each group member.

� encS is a set that holds encrypted secret value s for
each group member.

� usedEKeys is a set that holds the ephemeral public
keys that were used during an operation.

Second, it consists of five public functions PostEKeys,
CreateGrp, UpdGKey, AddMbr, and GetEKey that modify the
contract state St and listen to the transactions �txPostEKeys,
�txCreateGrp, �txUpdGkey, �txAddMbr, �txGetEKey, respectively, and two
public functions GetGKey, GetGKeyMat that read the contrac-
t’s state stored at the most current block. Following is the
further description of each function:

� PostEKeys allows a user to store a set of ephemeral
public keys in St:eKeysMap. It is activated by a trans-
action �txPostEKeys.

� CreateGrp allows a user (the group administrator) to
create a group or remove a group member. More specifi-
cally, if St:grpOP ¼ CRT, CreateGrp computes and
stores the different key materials that will be used to
derive the initial group key. Else, if St:grpOP ¼ RM,
CreateGrp updates different key materials to reflect
the removal of members. It is activated by a transac-
tion �txCreateGrp.

3180 IEEE TRANSACTIONS ON DEPENDABLE AND SECURE COMPUTING, VOL. 20, NO. 4, JULY/AUGUST 2023



� UpdGKey allows a group member to update the val-
ues of sets St:encK and St:usedEKeys and the group
pre-key St:gKey. It is activated by a transaction
�txUpdGKey.

� AddMbr enables a group administrator to add new
group member. More specifically, it allows the group
administrator to update the key materials stored in
St such that all members including the new one, can

Fig. 3. Full group key smart contract (GKSC).
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obtain the new group key. It is activated by a transac-
tion �txAddMbr.

� GetEKey reads St at the most current block and
returns an unused ephemeral public key of a target t
stored in the set Yt  St:eKeysMap½pkt�, with pkt
being the public key of t. It is activated by a transac-
tion �txGetEKey.

� GetGKey reads St at the most current block and
returns the pre-group key gKey.

� GetGKeyMat reads St at the most current block and
returns different key materials that are chosen based
on the value of St:grpOP. Those key materials will be
used to obtain the final group key.

Futhermore, GKSC has a private/helper function named
CheckMembershipðÞ whose aim is to check if a user is part of
the group managed by GKSC. Also, in Fig. 3, we used the
following notations derived from Solidity [25]:

� msg:sender:pubkey allows to retrieve the public key of
the user who sent a transaction.

� Events are actions that are logged in the blockchain.
They are activated by the keywork Emmit. In Fig. 3,
we have an event called shareGrpOPðÞ which allows
us to log the operations that were performed on the
group.

User’s Algorithms. To interact with the blockchain and the
group key SC, users have access to the following algorithms:

� CreateAccountð1�Þ ! ðsk; pkÞ. CreateAccount takes as
input a security parameter 1� and returns a secret
key sk 2 Zn and public key pk ¼ sk:G 2 EðFpÞ. Fur-
thermore, it creates an account on the blockchain
hosting the SC such that pk can be used to reference
that account.

� GenEkeysð1�; ‘Þ ! ðY;XÞ. GenEkeys takes as input a
security parameter 1� and a variable ‘ 2 N and
returns two sets Y;X such that jXj ¼ jYj ¼ ‘. y repre-
sents the set of ephemeral public keys, and X the set
of ephemeral secret keys such that xi 2 X corre-
sponds to the secret key of the public key yi 2 Y.

� UploadEKeysðpk;YÞ ! �txPostEKeys. UploadEKeys allows
a user to upload a set of fresh ephemeral public keys
to GKSC. It takes as input the public key pk of that
user, and a set Y containing the ephemeral public
keys. Then, it outputs a transaction �txPostEKeys.

� reqEKeyðpktÞ ! yit . reqEKey allows a user to obtain a
fresh ephemeral public key of a target t stored in
GKSC’s state St. It takes as input the target’s public
key pkt and outputs one of its fresh ephemeral public
key yit . It generates a transaction �txGetEKey that calls
GKSC’s function GetEKeyðÞwhich returns yit .

� reqGKeyðpkÞ ! gKey. reqGKey allows groupmembers
to obtain the set gKey stored in GKSC’s state St. It
takes as input pk, the public key of a group member,
and generates a call toGKSC’s functionGetGKeyðÞ.

� reqGKMatðpkÞ ! tp. reqGKMat allows group members
to obtain different key materials that will allow them
to derive the final group key. It takes as input a
user’s public key pk and outputs tp, a tuple of key
materials. It generates a call to GKSC’s function
GetGKeyMatðÞ, and if St:grpOP 2 fCRT;ADD;RMg, then
tp ¼ ðgKey; encK½pks�; encS½pks�;usedEkeys½pks�Þ.

Otherwise, if St:grpOP ¼ UPD, then tp ¼ ðgKey; encK
½pks�; usedEkeys½pks�Þ.

� initGrpðpkadm; grpOP; encK; encS; A; usedEKeysÞ !
�txCreateGrp. initGrp allows a user (the administrator) to
initiate the creation of a group or the removal ofmem-
bers from the group. It takes as input the adminis-
trator’s public key pkadm, the group status grpOPðCRT
for the creation of the group, RM for the removal of
members), two sets encK; encS containing the en-
cryption of the secret values k and s, respectively, for
each member, a set A containing the contribution of
group members, and a set usedEKeys of ephemeral
public keys used by the process. It outputs a transac-
tion �txCreateGrp.

� initGrpUpdðpks; encK; �; sumEKeys; usedEKeysÞ !
�txUpdGkey. initGrpUpd allows a group member to initiate
an update for the group key. It takes as input the
group member public key pks, a set encK containing
the encryption of the secret value k for each member,
a value � that will be used to update the group key, a
value sumEKeys that represents the sum of ephem-
eral keys used, and a set usedEKeys that contains
the ephemeral keys used. It outputs a transaction
�txUpdGkey.

� initAddMbrðpkn; encKn; u; encS;usedEKeysÞ ! �txAddMbr.
initAddMbr allows a group administrator to add a new
member. It takes as input the new member’s public
key pkn, the encryption of the secret value k for the
newmember encKn, the contribution of the newmem-
ber u, two set encS;usedEKeys containing the encryp-
tion of the secret value s and the ephemeral public
keys used, respectively. It outputs a transaction
�txAddMbr.

5.2 Description of Operations

Setup. The setup process performs the following steps:

1) It calls GroupGenð1nÞ ! ðn;G; a; b; EðFpÞÞ. GroupGen

generates the public parameters for the elliptic curve
group that will be used by the system. It takes as
input a security parameter 1n and outputs a group of
points EðFpÞ defined over E=Fp with coefficients
a; b 2 Fp, and a point G 2 EðFpÞ, the base point, with
primer order n.

2) It initializes the blockchain and generates the genesis
block b0. In addition, it selects a Chosen-Ciphertext
Attack (CCA)-secure cipher F : K	M! C:

3) It deploys GKSC (Fig. 3), and initializes its internal
state St. Furthermore, it publishes the parameters
n;G; a; b; EðFpÞ, and F .

Once the setup process is completed, each user ui exe-
cutes CreateAccountð1�Þ. The setup process can be executed
once or multiple times depending on the needs of the run-
time environment.

Ephemeral KeyUploading.The use of ephemeral keys is cru-
cial to ensure that our proposed scheme achieves PFS and
PCS. Hence, each participant should periodically refresh its
ephemeral keys stored inGKSC. Moreover, before any execu-
tion of the proposed scheme, all group members should
have fresh ephemeral keys stored in GKSC. Following is the
procedure to generate and update the ephemeral keys:
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1) A user ui executes GenEkeysð1n; ‘Þ ! ðYi;XiÞ.
2) ui securely stores Xi and executes UploadEKeysðpki;YiÞ:
3) OnceGKSC receives �txPostEKeys, the function PostEKeys

is executed. This allows to storeYi in St.
If ui re-executes that procedure, its ephemeral keys will

be updated. It is worth noting that an ephmeral key pair
must be discarded after it is used.

Group Creation. The group creation process allows an ini-
tiator/group administrator u0 and a set of responders
fu1; . . . ; umg to initialize the overall state of the protocol and
establish the group key. Fig. 4 provides a graphical repre-
sentation of this operation. When u0 and fu1; . . . ; umg wish
to create a group, they proceed as follows:

� Phase 1. (we assume that the initiator is the only
user online) The initiator u0 executes the following
operations:
1) Sample at random two secret values k 2 Z�n; s 2

Fp, and its contribution a0 2 Fp. Then, select a
fresh pair of ephemeral keys ðx0; y0Þ  ðX0;Y0Þ.

2) Declare four empty sets A, encK, encS, usedE
Keys. Then, set A½pk0�  ElGamal:Encðk;y0Þða0Þ and
usedEKeys½pk0�  y0.

3) For each responder ui 2 fu1; . . . ; umg:
a) Get yi  reqEKeyðpkiÞ, and then compute

ai  pABKEðs0; pki; x0; yiÞ, the contribution
of ui.

b) Initialize A½pki�  ElGamal:Encðk;yiÞðaiÞ,
encK½pki�  F ðai; kÞ, encS½pki�  F ðai; sÞ,
and usedEKeys½pki�  yi.

c) Discard ai.
4) Execute the function

initGrpðpk0;CRT; encK; encS;A;usedEKeysÞ:

� Phase 2. Each responder ui 2 fu1; . . . ; umg comes
online and executes the following operations to
obtain the group key:
1) Get ðgKey, encKi; encSi; yi; y0Þ  reqGKMatðpkiÞ.
2) Select xi 2 Xi the secret ephemeral key corre-

sponding to yi and compute ai  pABKEðsi; pk0;
xi; y0Þ, its contribution thatwas used by u0.

3) Compute k F -1ðai; encKiÞ and s F -1ðai; encSiÞ
and then compute b gKey½0� � ðk	 gKey½1�Þ.

4) Compute the group key ssk KDFðb; sÞ and
hi  H 0ðaiÞ (hi will be used to update the group key).

5) Discard the tuple of key materials ðs; b;aiÞ.

In case of u0, to obtain the group key, it performs the fol-
lowing operations:

1) Get gKey reqGKeyðpk0Þ and then compute b 
gKey½0� � ðk	 gKey½1�Þ (u0 has s and k in memory).

2) Compute the group key ssk KDFðb; sÞ and
h0  H 0ða0Þ.

Fig. 4. Group creation process.
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3) Discard the tuple of key materials ðs; b;a0Þ.
We show that all group members derive the same group

key ssk KDFðs; bÞ.
Update Group. Using the update process, a group member

(whose local state was possibly leaked) can update its local
state and the group state, which will re-establishing the
security of the group key. Fig. 5 provides a graphical repre-
sentation of this operation. Following is a description of the
update group process:

� Phase 1. A group member ui 2 fu0; . . . ; umg that
wants to initiate the process, executes the following
operations:
1) Sample at random a secret value k0 2 Z�n and a

new contribution a0i 2 Fp. Then, select a fresh
pair of ephemeral keys ðxi; yiÞ  ðXi;YiÞ.

2) Declare two empty sets encK0;usedEKeys0 and
initialize usedEKeys0½pki�with yi.

3) For each user uj;j6¼i 2 fu0; . . . ; umg:
a) Get yj  reqEKeyðpkjÞ and then compute

a0j  pABKEðsi; pkj; xi; yjÞ.
b) Initialize encK0½pkj�  F ða0j; k0Þ and usedE

Keys0½pkj�  yj.
c) Delete a0j.

4) Get gKey reqGKeyðpkiÞ.

5) Compute sumEKeys Pm
l¼0 usedEKeys0½pkl� and

the updating factor:

� ElGamal:Encðk0;sumEKeysÞða0iÞ � ðk	 gKey½1�Þ � hi;

where hi is the hash of its contribution that was
computed during Phase 2 of the Group Creation
process.

6) Compute h0i  H 0ða0iÞ, the update of hi.
7) Execute

initGrpUpdðpki; encK0; �; sumEKeys;usedEKeysÞ:

� Phase 2. To get the new group key, each group mem-
ber uj;j 6¼i 2 fu0; . . . ; umg comes online and executes
the following operations:
1) Get ðgKey; encKj; yj; yiÞ  reqGKMatðpkjÞ.
2) Select xj 2 Xj the secret ephemeral key corre-

sponding to yj and compute a0j  pABKEðsj; pki;
xj; yiÞ, its contribution that was used by ui.

3) Compute k0  F -1ða0j; encKjÞ and then compute
b0  gKey½0� � ðk0 	 gKey½1�Þ.

4) Compute the new group key ssk0  KDFðb0; sskÞ
then delete b0.

The initiator of the update group process ui obtains the
new group key as follows:

Fig. 5. Group update process.
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1) Get the pre-group key gKey reqGKeyðpkiÞ and
then compute b0  gKey½0� � ðk0 	 gKey½1�Þ, (ui

has k0 in memory).
2) Compute the new group key ssk0  KDFðb0; sskÞ

and then delete b0.
Add Member. A group administrator u0 can add a new

member umþ1 to its group fu0; . . . ; umg. The addition of a
new member will cause an update of the current group
key, which will prevent the new group member from
accessing messages exchanged prior to its addition. Fig. 6
provides a graphical representation of this operation.
Following is a description of process to add new group
member:

� Phase 1. The group administrator u0 executes the fol-
lowing operations:
1) Sample at random a secret value s0 2 Fp and

select a fresh pair of ephemeral keys ðx0; y0Þ  
ðX0;Y0Þ.

2) Declare two sets encS0;usedEKeys0 and initialize
usedEKeys0½pk0�with y0.

3) For each user ui 2 fu1; . . . ; um; umþ1g, do:
a) Get yi  reqEKeyðpkiÞ and then initialize

usedEKeys0½pki�  yi.
b) Compute ai  pABKEðs0; pki; x0; yiÞ then ini-

tialize encS0½pki�  F ðai; s
0Þ.

c) For the new member umþ1, do:
i) compute u  ElGamal:Encðk;ymþ1Þðamþ1Þ

and encKmþ1  F ðamþ1; kÞ.
d) Delete ai

4) Execute the function

initAddMbrðpk0; encKmþ1; u; encS0;usedEKeys0Þ:

� Phase 2. To get the new group key, each previous
member ui 2 fu1; . . . ; umg executes the following
operations:
1) Get ðgKey; encKi; encSi; yi; y0Þ  reqGKMatðpkiÞ and

then discard encKi.
2) Select xi 2 Xi the secret key associated with yi

and then compute ai  pABKEðsi; pk0; xi; y0Þ.
3) Compute s0  F -1ðai; encSiÞ and b0  gKey½0� �

ðk	 gKey½1�Þ.
4) Compute the new group key ssk0  KDFðb0; s0Þ

and then delete the tuple ðs0;b0Þ.

In case of the new group member umþ1, to obtain the new
group key, it performs the following operations:

1) Execute the steps 1, 2, and 3 that the previous
members fu1; . . . ; umg did, but at step 1, do not
discard encKi and at step 3, do not compute b0.

2) Compute k F -1ðamþ1; encKmþ1Þ and b0  
gKey½0� � ðk	 gKey½1�Þ.

3) Compute the new group key ssk0  KDFðb0; s0Þ
and hmþ1  H 0ðamþ1Þ.

4) Discard the tuple ðs0;b0;amþ1Þ.

In case of the administrator u0, it obtains the new group
key by executing the following operations:

1) Get gKey reqGKeyðpk0Þ.

Fig. 6. Add member process.

KEMMOE ETAL.: LEVERAGING SMARTCONTRACTS FOR SECURE ANDASYNCHRONOUS GROUP KEY EXCHANGE 3185



2) Compute b0  gKey½0� � ðk	 gKey½1�Þ.
3) Compute the new group key ssk0  KDFðb0; s0Þ,

(from phase 1, u0 has s0 in the memory) and then
delete the tuple ðs0;b0Þ.

RemoveMember.A group administrator can remove one or
multiple group members from its group. The remove mem-
ber process will initiate an update of the current group key,
and hence, will prevent the removed members from access-
ing future messages. For a group administrator u0 to remove
a set of users fui; . . . ; ujg from the group fu0; u1; . . . ; umg, it
needs to re-execute theGroup Creation processwith the group
fu0; u1; . . . ; umg=fui; . . . ; ujg. However, at the end of Phase 1,
instead of executing

initGrpðpk0;CRT; encK; encS;A;usedEKeysÞ;

u0 executes

initGrpðpk0;RM; encK; encS;A;usedEKeysÞ:

Recovering Group Key. It is possible for a group member to
recover the group key after missing multiple group opera-
tions. For instance, let us consider the scenario depicted by
Fig. 7. A user uj having an instancePr

uj
with a group success-

fully derives the group key during theGroup Creationprocess,
which sets Pr

uj
:blkNum ¼ bi. However, while uj is offline,

three operations are performed on the group associated with
Pr

uj
in the following order: Update Group ! Add Member !

Update Group. When uj comes back online, Pr
uj
:ssk does not

match the group key anymore. To recover the current group
Key, uj simply starts by reading GKSC’s St at block Pr

uj
:

blkNumþ 1, which is equal to biþ1 in this case, and performs
different instructions to derive the group key based on the
group operations that were performed until Pr

uj
:blkNum is

equal to themost recent block.
Handling Simultaneous Update Requests. The Update Group

operation can be initiated by any group member at anytime.
Therefore, it is possible for two or more group members to
perform that operation at the same time. Other group opera-
tions might not be in such situation because they can only be
triggered by the group administrator. We propose two ideas
on how to handle such situation, but we would like to
emphasize that they do not have a detrimental effect on the
security of the proposed scheme:

� Allow operations to proceed: suppose two group
members ui and uj simultaneously perform theUpdate
Group operation. At the end of the Phase 1, ui outputs a

transaction f�txUpdGkeygi and uj outputs f�txUpdGkeygj.
These transactions will trigger the GKSC’s function
UpdGKey and modify the GKSC’s internal variables
encK;usedEKeys; gKey. Therefore, miners will have
to execute these transactions in sequence. However,
modifying encK;usedEKeyswill not have an adverse
effect on the proposed scheme since they are not
directly influencing the computation of the group key.
Thus, let us focus on gKey. Suppose f�txUpdGkeygi is exe-
cuted before f�txUpdGkeygj. At the end of f�txUpdGkeygi’s
execution, we have

gKey½0� ¼ H 0ða0Þ þ 
 
 
 þH0ða0iÞ þ 
 
 
 þH 0ðamÞ þ k0 

Xm
l¼0

y0l;

where, a0i is the new contribution of ui, k
0 is the new

secret value and
Pm

l¼0 y
0
l is the sum of fresh ephem-

eral keys used by ui. Next, after the execution of
f�txUpdGkeygj, we have

gKey½0� ¼ H 0ða0Þ þ 
 
 
 þH 0ða0iÞ þH 0ða0jÞ þ 
 
 
 þ

H 0ðamÞ þ k0 

Xm
l¼0

y0l þ k00 

Xm
l¼0

y00l � k 

Xm
l¼0

yl;

where a0j is the new contribution of uj, k is the old
secret variable and

Pm
l¼0 yl is the sum of ephemeral

keys used before ui and uj execute the Update Group
operation, and k00 is the new secret variable andPm

l¼0 y
00
l is the sum of fresh ephemeral public keys that

were used by uj during its execution ofUpdate Group.
Next, during Phase 2 of Update Group member,

groupsmemberswill compute:

b ¼ gKey½0� � k00 

Xm
l¼0

y00l

¼ H 0ða0Þ þ 
 
 
 þH 0ða0iÞ þH 0ða0jÞ þ 
 
 
 þH 0ðamÞ

þ k0 

Xm
l¼0

y0l � k 

Xm
l¼0

yl;

instead of

b ¼ H 0ða0Þ þ 
 
 
 þH 0ða0iÞ þH 0ða0jÞ þ 
 
 
 þH 0ðamÞ:

Therefore, allowing all operations to proceed will
increase the size of the pre-group key by adding the
term k0 
Pm

l¼0 y
0
l � k 
Pm

l¼0 yl, but this will not reduce
the security of the key update process since a poten-
tial attacker will not be able to derive the value k0 
Pm

l¼0 y
0
l.

� Use a time-lock:we can also augment theGKSC’s func-
tion UpdGKey with a time-lock that will prevent the
execution of UpdGKey for a given period once it is acti-
vated. Given a sequence of calls to UpdGKey, the goal is
for the first call in the sequence to activate the time-
lock, which will cause the subsequent calls to abort by
preventing them from triggering the execution of
UpdGKey. For instance, suppose two users ui; uj try
to execute the Update Group operation simultaneously
and issue the transactions f�txUpdGkeygi, f�txUpdGkeygj,

Fig. 7. uj missed two group operations.
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respectively. However, suppose f�txUpdGkeygi is exe-
cuted first, and after its execution, the time-lock is acti-
vated. This will force f�txUpdGkeygj to abort and allow uj
to complete the execution of Update Group that was
started by ui before re-initiating an Update Group
process.

6 SECURITY ANALYSIS

In this Section, we analyze the proposed scheme and prove
that the proposed asynchronous GKE is secure against the
adversarial model defined in Section 4. To do so, first we
introduce the following two important definitions.

Definition 4 (Partnering). Partnering allows to capture the
fact that two or more instances that are part of the same group
have derived the same group key. We say that the instances in a
set fPt0

u0
;Pt1

u1
; . . .g are partnered when the following condition

are satisfied:

� The status of each instance is set to accept.
� All instances are at the same state d.
� The list of members Mbrs is the same for each instance.
� All instances use the same smart contract ID (SCID).
� The session variable blkNum is the same for all instances.

Definition 5 (Freshness). Freshness defines the scope in which
an adversary cannot trivially obtain the session key of an
instance dPt

u. Hence, an instance dPt
u is fresh if the following

conditions are satisfied:

� dPt
u:status ¼ accept.

� An adversary has not issued a query RevealðdPt
uÞ, and

for all instance dPr
v partenered to dPt

u, the adversary
has not issue a query RevealðdPr

vÞ or TestðdPr
vÞ.

� An adversary has not issued a query CorruptðdPt
uÞ

before dPt
u accept.

� If d > 0, then d�1Pt
u is also fresh.

Definition 6 (Semantic Security). This captures the fact that
it should be hard for a PPT adversary to distinguish the key
produced by a fresh instance of the protocol from a random key.
Given a challenger Ch, an instance P, and a PPT adversary A
that has access to the queries defined in section 4.2 with the
restriction that Test queries can only be performed on fresh
instances, a GKE is secure is A’s advantage AdvA at correctly
guessing the bit used during the response of the Test query is
negligible, where

AdvA ¼ Pr½b0  A : b ¼ b0� � 1

2

����
����:

6.1 Smart Contract Leakage Analysis

In this subsection, we analyse the information that an adver-
sary can obtain from GKSC. We show that under the Ran-
dom Oracle (RO) model, the adversary cannot obtain the
session key from the data stored in GKSC’s state St.

First, by reading St:eKeysMap, an adversary can learn
which users decided to form a group because to be part of a
group, one needs to upload a set of ephemeral keys. Also, by
reading St:usedEKeys, an adversary can learn the actual size
and participants of a group since St:usedEKeys contains the
list of ephemeral keys that were used by the group’s initiator.

However, such information can also be inferred by an adver-
sary that has complete control over the network. In addition,
just getting the used public ephemeral keys does not leak the
session key. Next, an adversary can determine the group
administrator/initiator by reading St:admin. Replacing GKSC

by a TTP will not prevent an attacker from obtaining such
information since with total control over the network, the
adversary can get the size of a group and its members. Fur-
thermore, if the TTP is corrupted, then an attacker can get
the identity of the group’s initiator.

Theorem 1. Assume KDF is a RO. Consider GSKC to be the SC
that is used in an instance Pt

u. If F is ðtCCA; �CCAÞ-CCA secure
and pABKE is a ðtABKE; �ABKEÞ-secure asynchronous key exchange,
then for any stage d 2 N of Pt

u, the probability that a PPT
adversary A obtains ssk by only accessing GSKC’s state St is
negligible in the values �CCA; �ABKE and the security parameter
1n, where its probability is defined as follows:

Pr½sskA  Að1n;StÞ : sskA ¼ ssk�:

Proof. Based on the type of operation performed by group
members, the session key is computed as ssk KDFðb; sÞ
or ssk KDFðb; ssk0Þ, where b ¼Pm

i¼0 H
0ðaiÞ, ai is the

contribution of ui, and ssk0 is the session key at the previ-
ous stage of Pt

u. Since KDF is a RO, the only way for A to
obtain ssk is to query KDF at ðb; sÞ or ðb; ssk0Þ depending
on the cases. In St we have four variables that can help an
adversary to obtain the session key:

� the set usedEKeys.
� the set gKey in which gKey½0� ¼ bþ k	Pm

i¼0 yi
and gKey½1� ¼Pm

i¼0 yi.
� The sets enck and encS. Let encKi and encSi be

elements of enck and encS at position i respec-
tively. We have encKi ¼ F ðai; kÞ and encSi ¼
F ðai; sÞ, where ai is the result of pABKE between
the group initiator and a group member at posi-
tion i, i.e., the contribution of ui.

It is impossible for A to extract b from gKey½0� unless
it is able to find the value k.

Let us consider the following cases:
Case ssk. This case happens when Group Creation, Add

Member or Remove Member is executed. To show that A
cannot compute ssk using only St, we use a series of
games:

Game 0. In this game, the proposed protocol is exe-
cuted normally with the restriction that only the follow-
ing operations can be executed: Group Creation, Add
Member and Remove Member. At the end of the protocol,
GKSC’s state St and the security parameter 1n is given to
A. Let p0 denotes the success’s probability of A in this
game, i.e., the probability that A obtains ssk.

Game 1. This game is similar to Game 0 with the excep-
tion that pABKE always returns a random string. Let p1
denotes the success’s probability of A in this game. We
show that

p0 � p1j j � �ABKE: (1)

Let A0 be an adversary that tries to distinguish the output
of pABKE from random. Generally, in a security model of
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pABKE, A0 has access to a set of queries among which there
is a test query that when executed, it either returns the
session key computed by pABKE or an output sampled at
random [22]. Let us consider the following experiment
(EXPb

ABKE):

1) A0 selects an instance of pABKE between the group
initiator u0 and a responder ui.

2) A0 executes different queries in the security model
of pABKE except the test query.

3) A0 executes the test query. If b ¼ 0, the test query
sets skey to be the computed session key. Other-
wise, it sets skey to be a random string. Next, A0
receives skey.

4) A0 generates eSt which is a collection of variables
that mimics St, a state of GKSC between u0 and ui

as follows:
a) Randomly sample k 2 Z�n; s 2 Fp;b 2 EðFpÞ,

and set ssk KDFðb; sÞ.
b) Set eSt:gKey½0� ¼ bþ k	 ðy0 þ yiÞ, eSt:gKey½1� ¼

y0 þ yi, and add yi; y0 to eSt:usedEKeys, where
y0; yi are the ephemeral keys of u0 and ui,
respectively.

c) Compute encSi  F ðskey; sÞ, encKi  F ðskey; kÞ
and add them to eSt:encS and eSt:encK resp-
ectively.

5) A0 computes sskA  Að1n; eStÞ. If sskA ¼ ssk, A0
returns 1. Else, it returns 0.

6) A0 wins if it outputs 1.
A0 is PPT since A is also PPT.
Remark, we limitedA0 simulation to two parties (u0; ui)

for simplicity, but this can be extended to a polynomial
number of parties by allowing A0 to attack multiple pABKE

instances in parallel.
In EXP0

ABKE, the distribution of eSt is similar to the dis-
tribution of St in Game 0, and in EXP1

ABKE, it is similar to
the distribution of St in Game 1. Therefore

Pr½A0 wins jEXP0
ABKE� � Pr½A0 wins jEXP1

ABKE�
�� �� ¼

p0 � p1j j;

but

Pr½A0 wins jEXP0
ABKE� � Pr½A0 wins jEXP1

ABKE�
�� �� � �ABKE:

Combining the results, we reach equation 1.
Game 2. This game is similar to Game 1 with the excep-

tion that evaluating F in encryption mode returns a ran-
dom value in C independent of its inputs. Let p2 be the
success probability of A in this game. Unless A is able to
break the security of F , A should not be able to see the
difference between Game 1 and Game 2. However, such
an event can happen with a probability of at most �CCA.
Hence,

p1 � p2j j � �CCA:

Furthermore, in Game 2, the output of pABKE is indepen-
dent from pk0; pki; y0; yi, and the output of F is indepen-
dent from its inputs. Hence, the best A can do to extract k
and s from St to compute ssk is to randomly guess their

values. Therefore, for the case ssk KDFðb; sÞ, the proba-
bility forA to extract the session key using St is negligible.

Case ssk This case happens when the operation Update
Group is executed. Let us assume that A is in possession
of ssk0 since the execution of the Update Group operation
may indicate the corruption of a group member. Thus
the objective of A is to find b given St. As stated earlier,
A cannot extracts b from St:gKey½0� without knowing k.
Therefore, either A randomly guesses the value k or A
tries to extract k from encKi. For the former option, the
success probability of A is bounded above by q 
 jZ�nj�1,
where q is the maximum number of guesses that A can
make, and for the later option, its success probability is
bounded above by �CCA.

Since the above cases are exhaustive, we conclude that
the success probability of A to obtain ssk from St is negli-
gible in the values �CCA; �ABKE and the security parameter
1n This proves Theorem 1. tu

6.2 Perfect Forward Secrecy

In this subsection, we show that our proposed scheme sup-
ports PFS.

Given an instance Pt
u, PFS stipulates that the execution of

a query Corruptðd0Pt
uÞ by an adversary should not reveal the

session keys derived in a previous stage d, where 0 � d �
d0, or derived in another instance Ps

u, where s 6¼ t, that ter-
minated before Pt

u starts.
Assume that KDF is a RO and the discrete logarithm

assumption holds in EðFqÞ and pABKE is a strong one-round
authenticated key exchange protocol. Consider that for an
instance Pt

u, a PPT adversary A executes the query
Corruptðd0Pt

uÞ. This reveals the state of Pt
u at stage d0, which

includes the long-term private key. Depending on when the
adversary executes the query, we have two cases:

� Case 1: A executes the query before d0Pt
u accepts. In

this case, the adversary can easily obtain the session
key that was derived at stage d0.

� Case 2: A executes the query after d0Pt
u accepts, i.e.,

d0Pt
u is fresh. In this case, the adversary cannot easily

obtain the session key that was derived at stage d0
unless it executes the query Revealðd0Pt

uÞ because the
secret ephemeral keys and either the secret variable
s (in case Group Creation, Add Member or Remove
Member is executed), or the previous session key ssk0

(in case Update Group is executed) that were used
during the computation of the session key were
erased once d0Pt

u accepted.
In both cases, the adversary cannot obtain session keys

that were derived in the previous stages or instances for rea-
sons that we explain in the following lines. First, since KDF

is a RO, each derived session key is random and uniform,
and therefore it does not reveal anything about other ses-
sion keys. Second, each stage requires fresh ephemeral keys
that are discarded after their usage. Though, the adversary
can obtain the public counterpart of each ephemeral key
and the long-term private key that were used at a stage, this
is not sufficient to derive a session key unless the adversary
is able to extract the output of pABKE using only the long-
term private key and the ephemeral public keys, which
means that it can breaks the security of pABKE, or is able to
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breaks the discrete logarithm assumption. Therefore, our
proposed scheme satisfies PFS.

6.3 Post-Compromise Security

In this subsection, we demonstrate that our proposed
scheme supports PCS.

Given an instance Pt
u, PCS stipulates that if an adversary

executes a query Corruptðd0Pt
uÞ, instances partnered to Pt

u

should be able to re-establish security guarantees [12]. In
the case of our proposed scheme, this is ensured by a suc-
cessful execution of the Update Group process.

After the adversary has executed the query Corruptðd0Pt
uÞ,

it has the state ofPt
u at stage d0 in its possession and can pos-

sibly obtain the session key that was derived at that stage.
Since it has access to u’s long-term key, it can easily prevent
the future stages from accepting by using queries defined in
subsection 4.2. Now, let us assume that during the stage d0 þ
i of instance Pt

u, the adversary goes passive, i.e., it does not
issue queries anymore, and user u successfully initiates the
Update Group process. Once the execution of theUpdate Group
process is completed, the instance d0þiPt

u is now fresh and so
are the instances fd0þiþ1Pt

u;
d0þiþ2 Pt

u; . . .g. Hence, our pro-
posed scheme satisfies PCS under a passive adversary

6.4 Semantic Security

Security Experiment. We define a security game between a
challenger Ch and a PPT adversary A. At the beginning of
the game, Ch runs the Setup process (5.2) and initializes a set
fu0; u1; . . . ; umg of users. Then, it sends GKSC’s ID to A.
Next, A can execute any queries defined in section 4.2
except for the Test query that can only be executed once and
on a fresh instance (Definition 5). Once A executes the Test

query, it must output a guess bit b0. A wins if its guessed bit
b0 is correct.

Theorem 2. Assume KDF is a RO, and letDðKDFÞ be the domain
space of the KDF. If F is ðtCCA; �CCAÞ-CCA secure, pABKE is a
ðtABKE; �ABKEÞ-secure asynchronous key exchange, and F is a
ðtCMA; �CMAÞ-CMA secure digital signature, A’s advantage
against our proposed game is bounded by the following inequality

AdvA � �CCA þ �ABKE þ �St þ h 
 �CMA þ
h
T 
D

2

� �
n

þ qr
2jDðKDFÞj

;

where h is the group size, T is the maximum number of instan-
ces for a given user, D is the maximum number of stages for a
given instance, qr is the maximum number of RO queries that
A can perform and �St ¼ Pr½sskA  Að1n;StÞ : sskA ¼ ssk�.

Proof. We present our proof as a sequence of related games
between a challenger Ch and an adversary A. We use
Game i to denote the ith game and pi to denote the success
probability of A in Game i.

Game 0. This is the security experiment defined above.
The success probability of A is p0.

Game 1. This game is identical to Game 0 with the
exception that pABKE always returns a random string.
Therefore

jp0 � p1j � �ABKE: (2)

Game 2. This game is identical to Game 1 with the
exception that F always returns a random element from
C. Therefore

jp1 � p2j � �CCA: (3)

Game 3. This game is identical toGame 2with the excep-
tion that A queries GKSC’s state St and successfully
derives the session key from St before outputting its
guess. If that event happens, Ch halts the game and A
loses. Let us consider that event to be BrkSt. As we can see,
Game 0 =Game 1 unless BrkSt occurs. Hence,

jp2 � p3j � Pr½BrkSt�:

We have Pr½BrkSt� ¼ Pr½sskA  Að1n;StÞ : sskA ¼ ssk�. Let
�St ¼ Pr½sskA  Að1n;StÞ : sskA ¼ ssk� Therefore,

jp2 � p3j � �St: (4)

However, from Theorem 1, we know that �St is negligible.
Game 4. This game is identical toGame 3, with the excep-

tion that A can produce multiple queries SendðPt
u; dÞ,

where u 2 fu0; u1; . . . ; umg, that can lead Pt
u to accept.

More specifically, d is not a message that was previously
generated by a user v 2 fu0; u1; . . . ; umg. Let us consider
that event to be Forge. IfCh detects that the event Forge hap-
pened, it halts the game andA loses.

Therefore

jp3 � p4j � Pr½Forge�:

In the worst case, A only needs to produce one query
SendðPt

u; dÞ that makes Pt
u accepts. Because, in the pro-

posed scheme, participants communicate through signed
messages/transactions, the message d produced by A
will also need to be signed. Since A can issue a query
SendðPt

u; dÞ to any member u 2 fu0; . . . ; umg, we have

Pr½Forge� � h:�CMA:

Therefore

jp3 � p4j � h:�CMA; (5)

where h ¼ jfu0; . . . ; umgj.
Game 5. This game is identical to Game 4, with the

exception that Ch halts the game and A loses if two dif-
ferent stages dPt

u and d0Pt
u generate the same secret ran-

dom values. Let us consider that event to be Collision. We
have

jp4 � p5j � Pr½Collision�:

However, we have Pr½Collision� � h
T 
D
2

� � 
 n�1, where T is
the maximum number of instance,D the maximum num-
ber of stages in an instance, and n is the order of EðFqÞ.
Therefore

jp4 � p5j � h 
 T 
D
2

� �

 n�1: (6)

Furthermore, the best A can do to win Game 5 is to
query the KDF at the correct entries. Let qr be the maxi-
mum number of RO queries that A can make. we have
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p5 � 1

2

����
���� � qr

2jDðKDFÞj
: (7)

Combining inequalities (2), (3), (4), (5), (6), (7), we obtain

AdvA � �CCA þ �ABKE þ �St þ h 
 �CMA þ
h
T 
D

2

� �
n

þ qr
2jDðKDFÞj

:

Hence, the proof is completed. tu

7 IMPLEMENTATION AND EVALUATION

In this section, we describe and evaluate two implementa-
tions of our protocol using Ethereum [17]: a version in
which all key materials are stored in the GKSC’s state (this is
the SC defined in Fig. 3), and a version in which only the
key materials necessary for the execution of the core GKSC

functionalities (CreateGrpðÞ;UpdGKeyðÞ;AddMbrðÞ) are stored
on GKSC’s state and the others on a distributed storage sys-
tem (presented in Appendix as a light version, which can be
found on the Computer Society Digital Library at http://
doi.ieeecomputersociety.org/10.1109/TDSC.2022.3189977).

7.1 Cryptographic Primitives

In the construction of our protocol, we used different cryp-
tographic primitives as black-boxes. Besides simplifying the
complexity of the protocol, this approach allows anyone to
swap them with concrete instances based on its environ-
ment needs. Following is a description of the instantiations
we used in our implementation:

� Elliptic Curve Group EðFpÞ. We used a group based
on Barreto-Naehrig (BN) curve over 256-bit prime
field [26]. This choice was motivated by the fact that
Ethereum supports elliptic curve points addition as
built-in operation, which offers the prospect of a
reduce gas cost [27].

� Digital Signature F. We used Elliptic-Curve Digital
Signature Algorithm (ECDSA) [28] since it is the sig-
nature scheme used by Ethereum [17].

� Asynchronous Biparty KE pABKE. We used the Extended
Triple Diffie-Hellman (X3DH) protocol [23]. Given an
initiator’s private keys skI; xI 2 Zn and a responder’s
public keys pkR; yR 2 EðFpÞ, we have

X3DHðskI; pkR; xI; yRÞ ¼ KDFðskI:yRjjxI:pkRjjxI:yRÞ

� Cipher F . We used Chacha20-Poly1305 from the
PyCryptodome library [29]. This choice was moti-
vated by its computational efficiency [30].

� Key Derivation Function KDF. We used the HKDF
scheme [31] from the Py_ECC library [32].

� Hash to curve H 0. We have relaxed the CHR property
of H 0. Given a base point G 2 EðFpÞ with order n
and a messagem 2 f0; 1g�,H 0ðmÞ ¼ ½mmodn� 	G.

7.2 Simulation Environment

We implemented the User’s algorithms (Section 5.1) with
Python (version 3.6.7) and usedWeb3.Py [33] to interface the
Ethereum blockchain. We used Truffle Suite [34] to simulate

a local instance of the Ethereum blockchain and imple-
mented GKSC. Our implementation was written and com-
plied using Solidity version 0.5.16. It has successfully passed
the formal verification process by means of the automated
tools OYENTE and OYENTE IPFS1 [35]. A non-complied
version of our implementation and testing results are avail-
able from ourwebsite.2

Each participant had a long-term key pair defined over
BN curve and a signing key defined over SECP256K1
curve [36] (this is the curve used by Ethereum to define the
address of an account and sign transactions [17]). The simu-
lation was performed on a Windows 10 computer with a
4.00 GHz Intel core i7 and 32 GB of RAM.

7.3 Performance Evaluation

We measured the gas consumption of the functions
CreateGrpðÞ, UpdGKeyðÞ, and AddMbrðÞ for different group size
in two configurations: (1) all key materials are stored in St;
and (2) only the pre-group key computed by GKSC is stored
in St and the rest in a distributed storage such as IPFS [37]
(we refer to this version as Lite GKSC). Fig. 8 shows the dif-
ference in average gas consumption between both imple-
mentations for each function. In both cases, CreateGrpðÞ is
the operation that consumes the most gas, whereas
UpdGKeyðÞ and AddMbrðÞ consume approximately the same
amount of gas. This is because variables stored in St are ini-
tialized during the execution of CreateGrpðÞ while they are
updated during the execution of UpdGKeyðÞ and AddMbrðÞ. It
is worth noting that the group administrator is the one pay-
ing for CreateGrpðÞ and AddMbrðÞ gas consumption, whereas
the group member initiating UpdGKeyðÞ is the one paying for
its gas consumption. Overall using the lite GKSC consumes
approximately 83% less gas than the full GKSC for each
operation. This is because storing data on Ethereum is
expensive (the store operation cost 20,000 gas [17]). By com-
bining lite GKSC with a distributed storage, the group
administrator pays approximately 1685263 gas for the exe-
cution of CreateGrpðÞ and 772963 gas for the execution of
AddMbrðÞ for a group size of 100 members. In the case of
UpdGKeyðÞ, a group member pays 764771 gas.

8 RELATED WORKS

The existing works in the literature focused on GKA
schemes that reduce the computational burden of the group
members by delegating a part of the process to a TTP [38],
[39], [40]. In these approaches, each group member sends
key materials to the TTP. Then, the TTP computes and
broadcasts a pre-group key to group members which will
be used to derive the final group key. However, all group
members need to be online and send their contributions
during a given time-frame. In addition, these schemes do
not provide post-compromised security and suffer from the
drawbacks of using a TTP.

In GKA, the main role of a TTP is to provide Public Key
Infrastructure (PKI)-related operations. PKIs are used to
store and manage public encryption keys used by nodes in
a network. To mitigate the issues of traditional PKIs, e.g.,

1. https://oyente.tech/
2. http://i2s.kennesaw.edu/resources
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high centralization, decentralized PKIs based on block-
chain have been proposed [16], [41], [42]. Since block-
chain is immutable, blockchain-based solutions improve
the integrity of public keys. However, using decentral-
ized PKIs do not completely shield GKAs, and thus TTPs
are still required to perform some operations such as pre-
key computation. To use blockchain in conjunction with
GKA, Schindler et al. proposed a distributed key genera-
tion system that leverages Ethereum’s smart contract for
communication [43]. In their scheme, TTP is no longer
needed to handle keys and some operations are executed
on Ethereum through smart contracts for devices’ effi-
ciency. However, all group members must be online dur-
ing the initial operation, and a subset of group members
must cooperate to obtain the secret key. This is not practi-
cal in an environment where some members have an
intermittent connection.

A TreeKEM, asynchronous decentralized key manage-
ment for large dynamic groups, was proposed by IETF Mes-
sage-Layer Security (MLS) working group [44]. After then,
many schemes were proposed to enhance the security and
efficiency of it. Alwen et al. pointed out that the TreeKEM
does not provide an adequate form of the forward secrecy
and proposed an extended version, named RTreeKEM, in
order to address the insecurity [45]. A rigorous security
proof which concluded that the basic instantiation of MLS is
a Secure Group Messaging (SGM) is provided [46]. It also
provides a basic construction of SGM protocl based on sev-
eral primitives. A key tree grafting scheme was proposed to
make it possible to efficiently deal with users belong to mul-
tiple groups [47].

Most importantly, none of the existing works offer post-
compromise security and asynchronism concurrently with-
out a TTP. Moreover, most schemes were developed without
considering smart contract environments, and therefore,
additional efforts are required in order to make them ade-
quately work on such environments. Some of the existing
schemes provide those requirements for large group [7],
[48]. However, they rely on a TTP and do not support the del-
egation of computation, which makes them impractical for
resource-constrained IoT devices.

9 CONCLUSION

In this paper, we presented an asynchronous group key
exchange scheme based on blockchain and smart contracts

that is resistant to common attacks targeted at trusted third
parties. The use of smart contracts allows us to reduce the
memory and computational load of the participants. The
scheme provides perfect forward secrecy and post-compro-
mise security. Furthermore, it allows the addition of the par-
ticipants to the group and removal of the participants from
the group. Our simulation results show that the scheme can
easily support 100 members when paired with a distributed
storage system.

As a future work, we plan to explore the use of Random-
ness Beacon [49] to directly generate random secret values
on the smart contract, and therefore, aim at further reducing
the computational load of the participants.
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